1. The tool.

Pópulo is a tool for executing and debugging UML 2.0 models, whose precise behaviour is specified by means of the UML action language. Using Pópulo, the design phase of a software development process would be as follows:

1. Software designers construct UML models of the system being developed. The precise and complete behaviour of these UML models is specified by means of the UML action language (which is part of the UML 2.0 standard). Specific UML editors are not enforced by Pópulo, so each development team can continue using their preferred one.
2. These executable UML models are loaded into Pópulo. Using this tool, designers can execute and debug their models, discovering bugs, if there were, at design time. Then, these errors and inaccuracies can be fixed at design time, before moving into an implementation, where it would be more costly.

Pópulo uses the UML action language contained in the UML standard for specifying the precise behaviour of a model. The use of the UML action language helps to ensure compatibility with third-party UML editors (e.g. MagicDraw or Rational) and enables the extension of Pópulo for executing new actions, in case the UML action language were extended by means of UML Profiles.

Next subsections give a general overview of the current status of the implementation and the facilities offered by Pópulo for debugging UML models.

2. Coverage of the UML standard.

Pópulo supports currently the execution of UML activities and actions. Pópulo is able to execute the 80% of the actions contained in the UML standard. Creation of objects, reading and writing of attributes, calls to static and non-static methods, object comparison, reading and writing of variables, creation of links and link objects, reading and writing of as links (instances of associations) as qualified links (instances of qualified associations) as object links (instances of association classes) and raising of exceptions are supported. Only the management of signals as well as some actions that are rarely used, such as StartClassifierBehaviour, are not currently implemented.

Pópulo supports extra actions, not contained in the UML standard, for the carrying out common operations on basic data types, such as integers, reals, strings or booleans. These extensions are provided as UML Profiles and reusable model libraries for being used in the modelling of applications that will be executed in Pópulo.

Regarding activities, Pópulo supports basic object and control flows, fork and join nodes for parallel execution, decision nodes and merge nodes for alternative control flows (whose guards are specified by means of actions), structured activities and variables (whose scope is the structured activity), loops and exception handlers.
As it could be expected of an object-oriented model, message calls are executed using a late-binding schema, being the target method of a message determined at runtime based on the actual type of the called object, in order to deal properly with polymorphism.

3. Pópulo facilities.

Pópulo is currently provided as an Eclipse plugin. Figure 1 shows a screenshot of the tool. This plugin assist UML designers on the debugging of their models. Pópulo provides several views, which are commented below:

**Instances and links** (Figure 1, label 1 and label 2). It shows all the created objects, grouped by the class they belongs to. These objects include as instances of classes as instances of associations and association classes, i.e. links and link objects.

**Call stack** (Figure 1, label 3). It visualises the current call stack, i.e. the sequence of activities and structured nodes that have been called and that have not still ended.

**Ready and block** (Figure 1, label 4 and label 5). The ready tab shows the queue of actions that currently have received all their object and control flows, and therefore they are ready to be executed. The user can modify the ordering of this queue, imposing a specific execution scheduling. For instance, he/she might give priority to the execution paths in which he/she is mainly interested, avoiding the execution of already tested or debugged execution flows. The blocked tab shows all the actions that are waiting for some control or object flow.

**Breakpoints** (Figure 1, label 6). It allows the definition of breakpoints for the model execution.

**Model** (Figure 1, label 7). It displays the model being executed using the Eclipse UML2 plugin. However, UML models do not require having been created using this plugin.

**Execution Trace** (Figure 1, label 8). Information about the execution of the model is shown in this view. For instance, actions executed are shown. For each action, it is also displayed the activity that contains it or the target actions that receive its outputs. The amount of information to be shown can be customized just pressing some buttons, deciding the end-user how many details he/she needs at every time. This window automatically splits when a fork node is reached, showing the parallel execution flows in separated parts of the window, in order to provide a better visualisation. Pópulo, likewise common debuggers, supports breakpoint-based execution and step-by-step execution.

**Object properties** (Figure 1, label 9). It displays the values of the attributes of an object or the variable.
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